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Abstract—The automotive industry is undergoing a significant
transformation, with vehicles evolving into complex, intercon-
nected cyber-physical systems. This transformation is caused
by new customer demands, legal standards, and technological
innovations, which lead to an increasing amount of electronic
control units, software, and features. To address the consequent
software-related challenges, automotive manufacturers are adopt-
ing methodologies like software product-line engineering, elec-
trics/electronics platforms, and product generation engineering.
However, each of these methodologies relies on an own vocabu-
lary, necessitating a unification of the divergent understandings
and interpretations of key terms and definitions. In this article, we
investigate and discuss a terminological framework that provides
a common ground for specifying a unified product-structuring
concept. For this purpose, we conducted a systematic mapping
study to develop a framework of existing terms and definitions
used to describe product-structuring concepts in software, elec-
trics/electronics, as well as mechanical engineering. We discuss
the differences and commonalities of the terminologies to help
practitioners in integrating and applying product-structuring
concepts as well as to guide future research.

Index Terms—automotive, electrics/electronics, product
line, life-cycle management, cyber-physical system, product-
structuring concept

I. INTRODUCTION

O remain competitive, automotive manufacturers must
continuously evolve their product portfolios by integrat-

ing new features into their vehicles. In the past, vehicles and
innovative features were centered around hardware compo-
nents. However, technological advances, changing customer
demands, and legal standards necessitate the integration of a
rising number of software features into the existing hardware
platforms. In fact, most innovative features in modern vehicles
are rooted in software rather than hardware, due to prevalent
trends like autonomous driving, driver assistance systems,
electrification, and vehicle connectivity [6], [[11]], [81]. Logi-
cally, vehicles are also becoming more and more digitized, and
have essentially transitioned towards software-intensive cyber-
physical systems that require effective interactions between
hardware and software to deliver innovative features [37], [70].
The increasing number of software features poses
challenges for automotive manufacturers, particularly when it
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comes to engineering and managing their vehicle platforms.
In the past, manufacturers developed hardware platforms
that were build around mechanical components, thereby
engineering a unified architecture for diverse vehicles to
benefit from reuse and standardization [34]. Moving towards
more software-intensive platforms and engineering processes
was necessary, but also challenging—particularly when
the old hardware platforms should still be reused while
integrating heavily software-focused features like over-the-air
(OTA) updates or self-driving capabilities.

Due to the growing complexity of vehicle platforms, it
becomes progressively more challenging to effectively man-
age the variability of all hardware and software artifacts
along with their intricate interconnections. For this reason,
automotive manufacturers are facing disproportionately in-
creasing expenses and efforts. To tackle such problems, the
manufacturers adopt product-structuring concepts and methods
that consider vehicles as software-intensive cyber-physical
systems. In particular, automotive manufacturers have started
to use variant-management concepts stemming from software
product-line engineering [17], [65], [85]] to incorporate the
software perspective into their established hardware-platform
strategies [23]], [[106].

However, adding a software perspective on top of a static
hardware platform does not solve the actual problems the
digital transformation of vehicles poses. Instead, a holistic
platform strategy that considers all dimensions of modern
vehicles (hardware, software, electrics/electronics) as well
as their interconnections is needed. Developing such a
holistic platform strategy is a complex and challenging task
that, first of all, requires a unification of the divergent
understandings and interpretations of key terms and
definitions across the involved domains. In this article,
we aim to tackle this first step by triangulating and discussing
such a terminology to contribute a common ground for
developing and implementing unified product-structuring
concepts. To derive this terminology, we have built on our
previous systematic mapping study of product-structuring
concepts [[119], which we have expanded and shifted towards
this novel research goal. Based on our new study, we make
the following, completely novel, contributions in this article:

« We report a mapping study covering 40 publications

through which we collected the varying terms and defi-
nitions used within product-structuring concepts that are

established in three different domains (Section IV).

« We synthesize and discuss the key terms we extracted
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from the publications (Section V) and illustrate their
relations in a conceptual model (Section VI).

« We propose a framework that consolidates the key defini-
tions and outlines their relationships for researchers and
practitioners to build upon (Section VI).

Our results can help practitioners identify product-structuring
concepts for their product portfolios, provide a common
terminology to avoid confusions, and display the connections
between different terms. For researchers, our work provides
a basis for developing new integrated product-structuring
concepts, which further guide the design of new support
techniques based on a unified understanding. Overall, we hope
that our contributions lay the foundation for new software
and systems engineering research that can be directly applied
by and benefit practitioners.

II. BACKGROUND AND RELATED WORK

Next, we introduce the background of our work. Specif-
ically, we discuss current trends in the automotive industry

(Section II-Al) and product-structuring concepts (Section II-B)).

A. Automotive Systems Engineering

Automotive Innovation. The automotive industry faces in-
creasing demands regarding functional safety and security,
onboard communication, comfort, as well as environmental
sustainability; leading to a continuously growing amount of
vehicle features [1]], [15], [114]]. In parallel, software has
evolved into the primary driver for innovative features within
the automotive domain, solidifying its role as a key factor for
competitive advantages [[6], [[11]]. As a result, there has been
a swift and almost exponential annual increase of software
integrated into a vehicle [19], [81]. By now, a substantial
share (approximately 80 % to 90 %) of innovations within the
automotive industry stems from electronic advancements that
predominantly rely on software [81]. This trend is further
reflected by a notable increase in the lines of code in a vehicle,
particularly premium ones, which exceed 100 million lines of
codes [[19]. With the considerable potential of software in facil-
itating innovation and cost-effective prototyping, vehicles will
continue to become more complex as the number of features
as well as associated electronic control units (ECUs), sensors,
and actuators keeps growing [5[, [6[, [O], [14], [114]. Con-
sequently, automotive manufacturers are facing increasing de-
velopment costs as well as new variability-induced challenges
in managing their extensive product portfolios—which include
reusable software, ECUs, and hardware that yield numerous
customizeable vehicles across various vehicle generations [18]].

Platform Engineering. Pursuing effective product-portfolio
development and management, automotive manufacturers have
implemented platform strategies as an instrument for variabil-
ity management [, [99]. The core idea of automotive plat-
forms is built around a simple premise: Rather than developing
and evolving each vehicle model individually, essential vehicle
components are consolidated into a (hardware) platform. Such
a platform is developed once and then deployed across multi-
ple vehicle models, fostering reuse and enhancing overarching

synergies [21]], [45], [75], [92], [101]], [112]. Despite the ad-
vancing digitization of vehicles, mechanical components con-
tinue to dominate automotive platforms, which is why automo-
tive manufacturers have recently increased their efforts to inte-
grate concepts from software engineering into their established
frameworks [35]. In fact, software product lines utilize a com-
parable strategy and have been inspired by automotive hard-
ware platforms. A software product line integrates reusable
software artifacts as well as their variation points into a unified
platform to streamline software management [17], [65]], [85].
Systematically utilizing the resulting software platform can
significantly contribute to reducing time-to-market, decreasing
costs, and improving software quality by facilitating the reuse
as well as standardization of software artifacts [62], [|63]], [98]],
[110]. Despite such recognized advantages of a software plat-
form, automotive manufacturers struggle to implement such
a platform consistently across their entire product portfolio,
primarily due to the persisting reliance on hardware platforms.
Moreover, the intricate interconnections and distributions of
different hardware, software, and electrics/electronics compo-
nents across various manufacturers as well as suppliers em-
phasize the demand for integrated engineering methodologies
that acknowledge vehicles as cyber-physical systems [48]].

Cyber-Physical Systems. The concept of cyber-physical
systems outlines complex systems with closely interconnected
physical and software components that interact based on
their operational context and environment. Specifically, the
primary objective is to monitor and control physical devices
within the system through digital communication [60],
[68]], [109], [115]. Across an expanding range of industries,
cyber-physical systems are emerging as a catalyst for
innovation, showcasing the potential to evolve beyond today’s
information systems [68]], [84], [95]. Cyber-physical systems
are already employed across diverse domains, including
high-confidence medical devices, production systems, and
critical infrastructure control [68]], [89]].

The automotive industry directs notable resources towards
advancing the intelligence of both, its vehicles and its pro-
duction systems—emphasizing the increased integration of
connectivity, electronics, and software components [60], [87].
Consequently, modern vehicles are evolving into complex
distributed cyber-physical systems that are characterized by
more than a hundred heterogeneous processors, interconnected
subsystems with diverse sensors and actuators, multiple ra-
dio interfaces, as well as connections to other vehicles, the
infrastructure, or back-end systems [60], [87]. This allows
to integrate highly innovative features, including intelligent
mobility assistants, smart home applications, and x-by-wire
systems that can utilize data from the vehicles, their underlying
infrastructure, or back-end systems [51], [67]], [87].

Automotive Life Cycle Management. Within the frame-
work of product life cycle management, a comprehensive and
centralized system is established to govern a product from
its initiation to its disposal or retirement [40], [42[], [105].
Depending on the industry, the duration and content of product
life cycles can vary greatly, with factors like product innova-
tion and consumer behavior playing pivotal roles [90], [121]].
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Fig. 1: Software product-line engineering based on Pohl et
al. [85] and adapted from Kriiger [62].
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Strategic efforts across industries to achieve multi-market
saturation and competitive edges involve expanding product
portfolios through the introduction of numerous derivatives
and variants. This trend leads to an increased incorporation
of electrical, electronic, and software components to facilitate
effective communication between systems [54]]. The resulting
cyber-physical systems are characterized by increased com-
plexity, requiring extended management throughout their life
cycles [22]], [|54].

In response to the growing reliance on software in the au-
tomotive industry, the capability to update vehicles with novel
features or to fix identified issues becomes more and more
important to fulfill customer needs and requirements [49],
[71], [83], [[121]. The high number of devices underscores
the limitations of traditional update processes through service
centers, as they tend to be time-consuming, inefficient, and
troublesome [20], [38], [54]. Addressing this challenge, the
automotive industry is heavily investing in OTA software
updates to enable remote modifications of vehicle features
or bug fixes, thereby enhancing the efficiency and scalability
of these updates [20], [38]], [54]. Today, OTA updates
are instrumental for the automotive industry for achieving
customer benefits through software updates throughout a
vehicle’s life cycle. In this article, we refer to this new
life cycle management within the automotive industry as
“software life cycle management,” which describes life cycle
management via OTA software updates [[118]].

B. Product-Structuring Concepts

For the purpose of this study, we define a product-
structuring concept as a methodology designed to
systematically manage an extensive product portfolio
consisting of related, yet customized products. In the
following, we outline common product-structuring concepts
relevant to our study, acknowledging that numerous domain-
specific strategies (e.g., clone-and-own management for
software variants [[62], [65]], [93]], [104]) besides these exist.
These concepts are of particular importance to our work, as
they offer prospects for integration into a complex platform
involving hardware, software, and ECUs.

Software Product-Line Engineering. Product-line engineer-
ing revolves around the premise that a group of similar
products shares a defined set of core assets that can be
explicitly specified and reused among these products, forming
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Fig. 2: The electrics/electronics platform concept based on
Holsten et al. [43]].

a customizable platform. Enhanced reuse and standardization
within the product line foster synergies among individual prod-
uct variants. In the context of software engineering, software
product lines have emerged as a pivotal concept for managing
variability in software-intensive systems [17], [SO[, [69], [85].
As we illustrate in software product-line engineering
encompasses two processes: domain engineering and appli-
cation engineering [30], [52], [65], [85]. Domain engineer-
ing involves developing core assets, entailing all software
artifacts and their interconnections being consolidated into a
cohesive software platform. Within a software platform, the
reusable artifacts are accompanied by specifications outlining
the constraints between these artifacts to ensure that a concrete
product variant can be derived [69], [74]], [88]. Application
engineering is the process of configuring and deriving concrete
products from the software platform to meet distinct customer
requirements [69], [106]]. Through a systematic variability-
management framework that emphasizes increased reuse and
standardization, software product lines can substantially re-
duce costs, enhance software quality, and expedite time-to-
market [23]], [26], [62]], [63], [98], [103]], [110].

Electrics/Electronics Platform Engineering. Following the
concept of engineering an integrated platform, electrics/elec-
tronics platforms have been proposed as a method to integrate
a common set of vehicle components into a unified architecture
that is applicable across multiple vehicle models. Diverging
from hardware or software platforms, electrics/electronics plat-
form engineering emphasizes the integration of software and
hardware artifacts within a comprehensive electrics/electronics
architecture. To illustrate how this concept can be applied
in the automotive sector, we present the electrics/electronics
platform alongside its interconnections with the established
hardware platform and hat strategy in [43], 48],
[86]. Rather than delineating between mechanical compo-
nents (hardware platform) and customer-relevant components
(hat), the electrics/electronics platform concept integrates all
electrics/electronics components of the relevant vehicles into
a unified layer. This involves both the entirety of software
artifacts and their physical implementation through embedded
ECUs. Functioning as a comprehensive interface layer, the
electrics/electronics platform establishes a core electrics/elec-
tronics architecture, closely connecting software and hard-
ware artifacts; recognizing the vehicle as an integrated cyber-
physical system. Consequently, inherent advantages linked to
platform engineering, including increased reuse and overall
synergies, can be maximized across the entirety of software-
related vehicle components. Successfully implementing an
electrics/electronics platform builds on several factors, such
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as efficient reuse and standardization as well as the platform’s
adaptability (e.g., to varying sales markets, equipment lines,
or technological developments) [48]], [86].

Product-Generation Engineering. Product-generation engi-
neering builds on the premise that mechatronic products, par-
ticularly in the context of modern vehicles, are rarely initiated
from scratch. Instead, they typically evolve from an existing
product known as the reference product [2]], [3]. An analo-
gous strategy is widely recognized in software engineering,
commonly referred to as clone-and-own development [62],
[65], [93]], [[104]]. The engineering process for a new product
generation involves incorporating existing components and
systems from the reference product, while also developing
and integrating new subsystems. Distinct types of variations
can be defined: carry-over variation, attribute variation, and
principle variation (cf. [Figure 3)). Carry-over variation involves
adopting individual elements from the reference product, with
adjustments to fulfill interface specifications. For instance,
existing technical solutions of the reference product may be
adapted and integrated into a new vehicle generation. Attribute
variation encompasses changing specific vehicle attributes,
such as adaptations to the geometrical shapes of component
or to functional parameters, while maintaining the underlying
technical and functional concept of the reference product.
Principal variations involve engineering activities that add
or remove elements or links within product-generation en-
gineering. This includes new or adjusted vehicle features,
manufacturing process adaptations, and additional software
artifacts with their links [4]]. Considering the various types of
variations, improvements in reuse and standardization across
consecutive vehicle generations can be achieved. In addition,
comprehensive synergies across various vehicle models can be
leveraged by using the reference product as a basis for multiple
products or entire product lines. In recent research, product-
generation engineering has been refined to integrate the grow-
ing significance of software and digitization in vehicles. For
this purpose, product-generation engineering is applied to
vehicle functions by establishing functional roadmaps, which
aim to map functional evolution across the entire product
portfolio and life cycle [3], [24].

Related Work. We are aware of four publications that overlap
with our systematic mapping study on automotive product-
structuring concepts. Nevertheless, none of these publications
presents a systematic mapping that fulfills our research

objectives. Specifically, Marchezan et al. [72] conducted
a systematic literature review on scoping techniques for
product-line engineering. Kenner et al. [53] report a
systematic mapping study covering safety and security
techniques in the context of configurable software systems.
Galster et al. [32] describe a systematic literature review
that focuses on variability handling in software engineering.
While these studies do not specifically cover the automotive
domain or other product-structuring concepts, they collected
relevant publications regarding managing software product-
line engineering. In another work, Knieke et al. [59] report a
systematic literature review on holistic approaches to address
the evolution of automotive software product-line architec-
tures. Analyzing a total of 107 papers, Knieke et al. discuss
automotive software product lines, but do not address papers
related to other product-structuring concepts. While their
investigation aligns with our research, our emphasis extends
beyond software product lines. Within our systematic mapping
study, we aim to provide an overview of existing terms and
definitions used across product-structuring concepts, analyzing
and discussing differences and commonalities to guide further
research about a comprehensive terminological framework.

III. INITIAL SYSTEMATIC MAPPING STUDY

In 2023, we [[118]] conducted an initial systematic mapping
study to gather an overview of existing product-structuring
concepts and methods that consider both hardware and soft-
ware artifacts and are applicable within the automotive do-
main. Our main objective was to provide an overview and
enhance the understanding of existing research, focusing on
different product-structuring concepts and their practical ap-
plication in the automotive domain. More precisely, we:

o Identified, reviewed, and compared 17 publications to
provide an overview of recent automotive product-
structuring concepts.

e Conducted an in-depth analysis and discussion of key
issues and lessons learned regarding the practical usability
of these concepts.

o Defined potential areas for further research to guide the
development of a feasible product-structuring concept
that encompasses software, hardware, and their interde-
pendencies.

As part of our analysis, we identified three product-structuring
concepts that fulfill current automotive requirements: software
product lines, electrics/electronics platforms, and product-
generation engineering. We considered each as promising
to align with current automotive industry trends. However,
for each concept, we also observed several challenges and
issues regarding their practical implementation. First, software
product-line engineering provides possibilities for software-
related automotive variability management, but its practical
application is currently somewhat limited to subsystem level—
due to lacks of real-world documentation of variability and of
tool support. Second, electrics/electronics platforms enable the
required combination of software, hardware, and mechanics
within an integrated concept. However, their practical appli-
cation has not yet been evaluated. Finally, product-generation
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engineering has proven to efficiently support automotive life-
cycle management, but the concept lacks focus on software
and research is at an early state.

Moreover, a lack of tool support as well as insufficient
knowledge management have been reported as overarching
challenges that hinder the practical implementation of all three
concepts. As a result, decision-makers often miss specific
guidance to find feasible solutions to practical problems.
This is also related to the concepts being mostly presented
at a rather generic level, involving broad recommendations
when applying them. In our initial mapping study, we derived
several lessons from such reported limitations and challenges:
While software product-line papers emphasize the improve-
ment of variability management techniques through concrete
methodologies and consistent processes, product-generation
engineering papers focus on transforming automotive devel-
opment processes towards systematic functional orientation.
Consequently, we deduced that the reported experiences were
rarely translated into concrete practical guidance, leading to
limited decision support activities.

Comparing the investigated product-structuring concepts,
we reasoned that software product-line engineering, hardware
platforms, and electrics/electronics platforms follow the same
basic idea: integrating common assets into an overarching
platform. Referring to this platform, all three concepts aim
to attain synergistic effects through improved reuse and stan-
dardization, facilitating the derivation of individual products
tailored to specific customer requirements (cf. [Figure 4). We
argued that the same terms are defined differently across di-
verse domains and differing terminologies exist to describe the
same concepts. Consequently, we proposed to work towards
an overarching concept that integrates established software-
centric platform concepts with functional roadmaps as used
in product-generation engineering. This overarching concept
aims to address current and future requirements within the
automotive industry, promoting particularly the practical ap-
plicability of the concept. To summarize, we presented the
following key findings:

o Software product-line engineering, hardware platforms,
and electrics/electronics platforms follow the same basic
platform idea.

e The practical application and a lack of tool support
were reported as key challenges across all three of these
product-structuring concepts.

o The lack of practical applicability demands for further
research towards an integrated concept that combines
software orientation and practical feasibility.

Based on these results, we intended to identify existing defi-
nitions and terminologies regarding key terms of automotive
product-structuring concepts and to compare them across the
domains of software engineering, electrics/electronics engi-
neering, and mechanical engineering.

To further underpin the necessity for a unified framework,
we provide an example from automotive practice based on
the first two authors’ work experience. As outlined before,
Volkswagen AG has increasingly adapted concepts based in
software engineering in recent years, such as introducing
electrics/electronics platforms. Today, variant management

Same Basic Idea

@ Integrate common assets into an
overarching platform

@ Enable derivation of different specific
products from the platform

Platform

Software Product
Line

Electrics/Electronics

Hardware ’

@ Achieve synergies through reuse and
standardization

Platform

@ Apply concept to different artefacts
(software, hardware, electrics/electronics)

@ Conceptual Commonality
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Product
Generation
Engineering

Integrated
Approach

Fig. 4: The overview of conceptional connections between the
concepts we identified in our initial mapping study [[I 18]

within the company has to include activities dedicated to
minimizing electrics/electronics platform variance. However,
in applying such activities, we have observed that, for instance,
the term “electrics/electronics platform variant” is defined and
understood differently across various departments and areas.
Establishing a common understanding, which is essential for
a consistent complexity-reduction strategy, has emerged as
a significant challenge for the company. Without such an
understanding, decision-making processes may get delayed
and transparency concerning the impact of variant decisions
is limited. Consequently, variant management may suffer
from operational inefficiencies, causing maintenance efforts
to increase during the vehicle life-cycle [44], [[120]. This real-
world case exemplifies that the lack of a unified terminological
framework can pose risks concerning consistent decision-
making processes, time-to-market, and managing complexity.

IV. METHODOLOGY

Building on our initial mapping study on product-structuring
concepts for automotive platforms [118], we aimed to inves-
tigate commonalities and differences of key terms and defi-
nitions stemming from domain-specific perspectives. For this
purpose, we conducted a systematic mapping study following
the guidelines for software-engineering research proposed by
Kitchenham and her colleagues [56]]—-[58]. Next, we explain

our research procedure, which we illustrate in

A. Research Questions

The increasing digitization and networking of vehicles has
given rise to novel challenges, which are driven by increas-
ing complexity, demands for technical innovations, software-
based vehicle maintenance, and increasing concerns regard-
ing cyber security. As a result, automotive companies are
rapidly adopting methods from software engineering, care-
fully considering the specific challenges and requirements
of the automotive industry. In this article, we aim to asses
commonalities and differences of key terms that are required
for product-structuring concepts, namely software product-line
engineering, electrics/electronics platform engineering, and
product-generation engineering. To achieve this objective, we
formulated the following research questions (RQs):
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RQ; What are the key terminologies required for automotive
product-structuring concepts?

We aimed to achieve a cross-domain overview of ex-
isting definitions regarding the most important concepts
within automotive product-structuring concepts. Such an
overview helps practitioners in seamlessly transferring
theoretical concepts into practice. To answer this ques-
tion, we extracted key definitions from high-impact lit-
erature to capture the current state of research regarding
existing definitions in different domains.

What terminological differences and commonalities exist
between domains?

Our objective was to assess the hypothesis that identical
terms are defined differently across individual domains
and that different terms exist to represent the same
concepts. To tackle this question, we map the relations
between the terminologies we found and structure them
within a conceptual model.

What practical challenges and implications can be de-
rived from the results?

Based on the cross-domain terminological comparison
and our mapping, we discuss potential issues that auto-
motive practitioners can encounter when implementing
product-structuring concepts in practice. We further pro-
pose a comprehensive terminological framework and dis-
cuss how this could assist in mitigating these challenges.

RQ>

RQ;

Tackling these research questions contributes an overview
of terms and definitions in the area of automotive product-
structuring concepts for practitioners. This overview can fur-
ther guide researchers in scoping new directions to solve real-
world problems.

B. Search Strategy

Our search strategy built upon the results from our initial
systematic mapping study and follows the same process.
According to Kitchenham and Charters [58], selecting search
terms and defining search resources is key for a systematic and
reliable search. Based on our research questions and using the
three key questions: “What?”, “How?”, and “What for?”, we
defined key terms forming the basis of our search string.

6

TABLE I: Overview of synonyms and related terms.

“What?”
Domain

“How?”
Terms

“What for?”
Concepts

automobile; car; vehicle;
system; cyber physical;
engineering; software

complex; variants; variety;
variability; variable; life cycle;
update; feature; release;
function; baseline

e/e architecture; product line;
product generation;
e/e platform; electrics/electronics

Subsequently, we supplemented our terms with synonyms
and related words, which we present in Each of the
three key questions represents an individual string, combining
the terms in with OR operators. Furthermore, we added
wildcards to account for stemming (“*”) and for small changes
in writing (“?”). By connecting the resulting strings with an
AND operator, we built the following search string:

(("automo*" OR ‘"car" OR "vehicle*" OR "cy-
ber*physical" OR "engineering" OR "software" OR
"system") AND ("complex*" OR "varia*" OR "varie*"
OR "life cycle" OR "update" OR "release" OR "feature"
OR "baseline" OR "function") AND ("e/e?archite*"
OR ‘'"product line" OR "product generation" OR
"e/e?platform" OR "electri*/electronic*"))

We applied this search string to the full-text of papers listed
in relevant databases to conduct test runs. Assuming that
highly cited papers containing relevant terms and definitions
could extend far into the past, we decided not to limit our
search to a specific period. Not surprisingly, we found that
the search string returned too many results, which is why we
applied further criteria to reduce the search results. To assess
the most relevant papers within the scientific community,
we defined a limit of at least 150 citations (minimum) for
a paper to consider it in our analysis, which we included in
our selection criteria.

We deployed our final search string to the following digital
libraries from computer science and engineering:

IEEE Xplore, which covers papers from electrical engineer-
ing, computer science, and electronics published by IEEE.

Scopus, which is a large database of peer-reviewed papers
from various publishers with venues being included based
on a quality assessment.

ACM Digital Library, which is a collection of full-text ar-
ticles published by ACM and bibliographic records by
other publishers covering computer science and informa-
tion technology.

To apply our search strategy to the above databases, we
modified our search string in terms of special characters
and research area (e.g., limiting it to computer science and
engineering on Scopus). Afterwards, we extended and im-
proved the completeness of our search by inspecting our initial
mapping study [[118] again for relevant paper and performing
backwards snowballing [64]], [[117]. Specifically, we analyzed
the references listed in each selected primary study to identify
further relevant papers that we may have missed during the
automatic search.

C. Selection Criteria

To identify relevant papers to address our research ques-
tions, we defined the following inclusion criteria (ICs) for a
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paper to fulfill:

IC; The paper is concerned with product-structuring concepts
in the automotive industry.

IC, The paper has a minimum of 150 citations as a sign of
being established within its domain.

ICs; The paper has been published in a peer-reviewed journal,
conference, or workshop.

IC4 The paper has more than three pages to ensure it is an
actual contribution and not just an abstract or summary.

Moreover, we defined the following exclusion criteria (ECs):

EC; The paper is published in another language than En-
glish or German (we considered German, due to our
proficiency and awareness of highly relevant work being
published in it).

The paper is published only as a bachelor’s thesis, mas-
ter’s thesis, or technical report.

The paper is published with incomplete or missing infor-
mation about the publisher or publication type (i.e., we
excluded gray literature).

EC,

ECs

Applying these selection criteria, we aimed to ensure that
the selected papers fitted our research questions and were of
appropriate quality.

D. Data Extraction

We extracted standard bibliographic data for each paper we
identified, specifically, the source, author(s), title, publisher,
publication year, and number of pages. To address our research
questions, we extracted the following additional information:

¢ The domain from which it stems.

o A summary of the findings presented.
o A list of the research objectives.

o All terms and their definitions used.

We carefully studied the full text of each selected paper to
extract this information. In [Section V| and [Section VI we
report and discuss our results, respectively.

E. Conduct

In we display the conduct of our literature search,
including the number of papers we ended up with after each
step. We conducted the automated search between November
21, 2023, and November 29, 2023, recovering the number of
results for each data source as we list in Overall,
we retrieved 2,398 papers and subsequently screened titles,
abstracts, and keywords of all papers to identify those relevant
to our research questions based on our selection criteria.

TABLE II: Overview of the studies we identified from each
data source.

Data Source Results Selected

SW EE M OD
IEEE Xplore 1,329 4 4 1 1
ACM Digital Library 457 3 1 1 0
Scopus 612 3 0 2 1
Snowballing - 6 3 6 4
Sum 2,398 16 8 10 6

SW: Software Engineering;
E/E: Electrics/Electronics Engineering;
ME: Mechanical Engineering
OD: Other Domain

To improve the validity of our search, two authors cross-
checked all publications. They resolved any disagreements by
discussing the papers with respect to our research questions.
After this step, we kept 58 papers and performed backwards
snowballing. Please note that we included books within our
snowballing process in case these were referenced, and thus
may contain important primary data. Then, by analyzing each
paper in detail, we ended up with a set of 24 papers. From
our initial mapping study [[118]], which covered 17 papers, we
added seven that were also relevant to our study and fulfilled
the selection criteria. The last step included another cross-
validation, data extraction, and iterative snowballing on all
papers we included so far. Finally, we obtained 40 relevant
papers. We provide an overview of their sources in [Table II

F. Analysis

To analyze the extracted data, we built on our knowledge of
the related work, the studies we identified, and our experiences
from practice [43]], [118], [119]. The practical experiences
stem from the automotive industry in which the first two
authors are working for several years. Both have been in-
volved in various projects in one of the largest international
automotive companies, Volkswagen AG. The first author is
member of a project-management team, focusing on vari-
ant management, platform engineering, and software-portfolio
management. The second author is situated in the life-cycle
management department, which emphasizes software-change
management and digital life-cycle management. As a conse-
quence, they collaborate with various experts in these domains
and discuss innovative concepts with these. Overall, the first
two authors possess an in-depth understanding of contempo-
rary concepts related to platform engineering and (digital)
life-cycle management in practice. For the analysis of the
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extracted data, the authors applied their expertise to structure
and classify it, using, for instance, card-sorting-like methods to
unify terms and definitions. Additionally, all authors engaged
in subsequent discussions to analyze and assess the data as
well as findings.

V. RESULTS (RQ;] & [RQ2)

In this section, we present the main results of our mapping
study, addressing and We selected a total of 40
papers, which we analyzed according to the criteria we defined
for the data extraction. Specifically, we extracted all terms and
definitions, using three levels to classify: Primary definition
available (@), Secondary definition available (©), and No
definition available (O).

We only refer to definitions from secondary sources in
cases in which we had no access to the actual primary
sources. To verify that the terms and definitions are still in
use, we performed a cross-check with recent papers. For
this purpose, we identified contemporary papers that relate
to each term using the extracted definitions [13[], [24], [31]],
(361, 1391, 1591, [72], [80], [91]]. Although most of the papers
included in our study are not the most recent ones due to
the inclusion criterion of a minimum of 150 citations, we
could still ensure that the terms are still in use. We provide
an overview of our resulting mapping in

Architecture. The term architecture is used across all domains
and consistently describes a set of elements that fulfill specific
requirements or implement certain functionalities [10], [25]],
[55], [82]. However, more specific definitions of an architec-
ture are typically used in each domain. Within mechanical
engineering, the term product architecture is commonly used,
with Ulrich [108] establishing a widely adopted definition,
highlighting three key properties: “(1) the arrangement of
functional elements; (2) the mapping from functional elements
to physical components; (3) the specification of the interfaces
among interacting physical components.” The modular product
architecture concept advances on this product architecture,
aiming to enhance flexibility and reusability by emphasizing
modularized components with standardized interfaces to ad-
dress increasing product variety [10]], [47]], [76[, [94], [[108].
Consequently, we found a strong focus on physical compo-
nents, their interconnections, and the resulting implementation
of product functions within architecture definitions relating to
mechanical engineering.

Within software engineering, we found several paper re-
ferring to “software architecture” or the “architecture of a
software system.” Such a software architecture contains—
analogous to product architectures—the software artifacts,
components, and their interactions; displaying the overall
topology and networking within the software system [12],
[79], [82], [100]. So, the architecture addresses properties like
compatibility and capacity at system level [100]. In addition,
Broy et al. [12] utilize the term ‘“hardware architecture” for
automotive systems. Such a hardware architecture contains all
physical devices that are involved in deploying the software
onto a vehicle’s hardware components, for instance, sensors,
actuators, and bus systems.

In summary, the concept architecture is mostly defined
consistently in both mechanical engineering and software
engineering, each having a domain-specific focus in terms
of definitions. However, it is noteworthy that the respective
terminology is strictly utilized within the specific domains. For
instance, we identified no connections to software components
within the context of product architectures.

Platform. The term platform is widely used and defined
across engineering domains, with mechanical engineering
and software engineering referring to different meanings.
We found several mechanical-engineering papers defining the
terms “platform” and “product platform” 28], [33[], [47], [[75],
[77], [92], [[108]]. The mechanical platform follows a core idea:
instead of developing each product individually, manufacturers
define a set of components that are used across a family of
products. Then, the resulting sub-assembly is referred to as
“product platform.” However, besides this general definition,
we found further specifications of a “product platform,” each
emphasizing different priorities: Messac et al. 73] focus on
modular platform structures to facilitate product customization
and enable overarching production processes. Simpson et
al. [[102] extend the perspective on platforms by considering
not only components, but also product parameters and features
as part of a product platform. Muffatto [77] takes this a step
further by introducing an organizational dimension next to the
technical perspective and proposing that the “platform” can
encompass cross-functional teams for implementing overarch-
ing technical platforms. The goal of introducing this definition
is to optimize the existing overlap between technical and orga-
nizational platform aspects. Robertson and Ulrich [92] further
extend the boundaries of the platform terminology beyond the
technical perspective by including processes, knowledge, and
relationships as integral shared assets of product platforms.
Finally, Koufteros et al. [61] do not refer to product families,
but designate a “core product” as the platform. This product
serves as the technical basis for multiple product generations,
resulting in synergies and reuse over the products’ evolution.

Within software engineering and electrics/electronics engi-
neering, we observed a distinction between software and hard-
ware platforms. The terminology of software platforms aligns
with that of product platforms, both being defined as “a collec-
tion of reuseable artifacts” [85] fulfilling specific application
requirements [25]], [55]]. Since the idea of software platforms is
inspired by the mechanical domain, this is not surprising and
the logical difference is a shift from physical artifacts towards
software artifacts. However, the term “software platform”
is constantly used in conjunction with the term “hardware
platform,” which is considered as the technical enabler for
standardizing software artifacts [25]], [55]]. So, the software
platform includes all reusable software artifacts, while the
hardware platform needs to fulfill all architectural constraints
to enable the reuse of software and hardware components. As
a result, software and hardware platform are always closely
connected to each other, with the combination of both being
called a “system platform” [25]], [S5]], [85]. The “electrics/elec-
tronics platform” or “architecture platform™ extends this idea
by emphasizing a combined platform for modern systems that
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TABLE III: Terms we extracted from each paper.

Architecture

Platform
Variability
Variety
Component
Product Line
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Broy et al. (2007) [12] SsW O O e e O O O O O O O O O O
Classen et al. (2013) [16] sw o o o o o O O O O O O O O e
Clements and Northrop (2001) [17] sW o O O O O O O O O O O O e e
Eklund and Gustavsson (2013) [23]] Ssw o0 o o o o o O O O O O O O e
Ferrari and Sangiovanni-Vincentelli (1999) [25] SW e O O O O O @ @ O O o O O O
Galster et al. (2014) [32] swWw o O O O O O O O © O O O e O
Oreizy et al. (1998) [[79] sw o o 0O © 0O O O O O O e O O O
Perry and Wolf (1992) [82] SswW e O O © O O O O O O O o o O
Queiroz and Braga (2014) [88]] sw o0 o o o o O O O O O O O 0O e
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Fisher et al. (1999) [28] ME O O O O O e O O O © O O O O
Gershenson and Zhang (2003) [47] ME O © O O e O O O O © O © O O
Messac et al. (2002) [73] ME O O O O o0 © O O O O O O O O
Meyer and Lehnerd (1997) [[75] ME O O O O e e O O O O O O O O
Muffatto (1999) [77] ME O O O O © e O O O O O © O O
Simpson et al. (2001) [[102] ME O O O O O e O O O e O O O o
Ulrich (1995) [108] ME O e O O O e O O O e e e O O
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@: Primary definition available; ©: Secondary definition available; O: No definition available
SW: Software Engineering; E/E: Electrics/Electronics Engineering;
ME: Mechanical Engineering; OD: Other Domain

incorporate software, hardware, mechanics, electrics/electron-
ics, and their interconnections [25]], [48]], [85], [96].

Product Line. The term “product line” is mostly used in
the software-engineering domain, typically referred to as a
“software product line.” In fact, we included no paper from
mechanical engineering that referred to a product line, de-
spite the fundamental definition of product-line engineering
addressing products and their variability in general. Product-
line engineering is focused around exploiting reuse poten-
tial among products within an organization by identifying
commonalities between the products and systematizing their
variabilities (i.e., configurable features) [17], [32]], [85], [97].

The term “product line” typically refers to a product family,
wherein individual products show a high overlap of mandatory
or commodity features [[17]], [85]]. In the context of product-
generation engineering, the definition of a product line may
also apply to a series of successive product generations [24].

“Software product-line engineering” builds upon these
definitions, aiming to develop complex software products
as a “software product line” [16], [17]], [[111]. The term
“software product line” is commonly defined as “a set of
software-intensive systems sharing a common, managed set
of features that satisfy the specific needs of a particular
market segment or mission and that are developed from a
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common set of core assets in a prescribed way” [7], [17],
[23]], [88]], [106]. Thiim et al. [[107]] take this definition to the
source-code level and characterize a software product line
as a software product family sharing a common code base,
with the individual products differing in the implemented
features. In each case, the focus of software product lines is
on reducing and managing variability by achieving reuse and
synergy potentials, thereby leading to savings in development
and maintenance costs [7], [17]], [85], [111].

Variability. Regarding variability and variant management, we
found different terms, but each of them was typically utilized
in only one distinct domain. Within software engineering, the
term “variability” is often used to describe the ability of de-
velopers to customize (a.k.a., configure) a platform depending
on specific requirements [32], [111]]. The respective variability
management primarily pertains to software product-line engi-
neering and involves defining parameters as well as variation
points within a product line and managing these throughout
the entire life cycle [32f, [97], [L11], [113]. It is worth
noting that variability management focuses on planning and
systematizing software changes to create variants, taking into
account possible reuse and standardization. Thus, variability
is considered essential to enable the adaptability of a software
product line to customer preferences and requirements while
facilitating reuse synergies. However, Galster et al. [32] note
that variability is not exclusive to software product lines, but
impacts all kinds of software systems and their development
processes. As a result, variability represents an inherently
existing challenge for engineering complex software systems.

While software engineering focuses on the term ‘“vari-
ability” to describe variant-management activities and chal-
lenges, mechanical engineering papers mostly refer to the term
“product variety.” The term “product variety” addresses the
diversity of product families that results from the demand
for highly configurable, mass-produced products, also referred
to as mass customization [28]], [47[], [[108]. In this context,
variety also involves distinguishing between the breadth of
the product portfolio and the frequency of product-generation
changes [27], [28]], [108]]. For the automotive industry, the
breadth is typically further divided into subtypes of fundamen-
tal variety (e.g., different platforms, models, body styles) and
peripheral variety (e.g., options, packages, equipment) [27].
In contrast to ‘“variability,” most papers establish a direct
link between “product variety” and the expenses as well as
challenges of excessive product diversity—highlighting the
need for effective variant management [27]], [[102], [108]].

Overall, we identified a distinct conceptual difference
of variant-management terminologies between the domains
of software engineering and mechanical engineering. Soft-
ware engineering is consistently using the term “variability,”
whereas mechanical engineering mostly refers to the term
“product variety.” Nonetheless, the definitions are highly sim-
ilar to identical.

Component. We found papers from every domain that define
the term ‘“component.” Irrespective of the domain, a “com-
ponent” is understood as a distinctly identifiable unit or part
fulfilling a particular functionality [25], [29]], [41], [55[, [79],

[92], [108]. Depending on that functionality, components may
involve hardware, software, or mechanical elements [29], [41]],
[76], [108]. To achieve cross-product synergies, groups of
components are commonly consolidated into modules [66],
[78], [[116]. Modules are characterized by standardized in-
terfaces, allowing for independent development and manu-
facturing as well as for deployment in multiple different
products [46], [47], [78]], [108], [116].

— & Overview of Terminologies

We found domain-specific definitions for the terms “archi-
tecture,” “platform,” and “variability”/“variant manage-
ment.” In contrast, the term “component” is consistently
defined and used across domains. The term “(software)
product line” is predominantly used within software en-
gineering. While this is a clear list of key terms (RQj),
their definitions across domains vary ([RQ3).

VI. DISCUSSION (RQj3)

In this section, we discuss our findings regarding existing
definitions, focusing on the differences and commonalities
across domains. We provide an overview of the terms we ex-
tracted and analyzed in By comparing the definitions,
we derive practical challenges that can occur within cross-
sectional application domains. In the end, we provide a frame-
work in which we aimed to introduce a cohesive definition and
overview of the terms and their relations. Due to our experi-
ences, we use the automotive industry for illustrative examples.

Architecture. The term ‘“architecture” is defined and used
across domains in a similar fashion. However, we also found
that the term is typically connected to some other term that is
applied strictly in one domain. Specifically, mechanical engi-
neering typically refers to the “product architecture” whereas
software engineering refers to “hardware/software architec-
ture.” Consequently, different terms exist for closely related
concepts, which can lead to communication issues in prac-
tice; especially within cross-functional teams and processes.
In fact, we could not identify a cohesive, cross-disciplinary
understanding of architecture in the literature, which would
enhance mutual comprehension in interdisciplinary projects.

Platform. The term “product platform” is widely used in
mechanical engineering, particularly in the automotive indus-
try. In this industry, it denotes a consolidated set of technical
components that are used across multiple products within a
product family. While we have encountered definitions that
extend the platform concept beyond technical components to
processes and relationships, we have not found an explicit
association of product platforms to software. Instead, the term
“software platform” has been established within software
engineering, which follows the same idea as a product
platform, albeit focusing on the reuse of software artifacts.
Given the intricate interactions among hardware, software,
and mechanical components in modern vehicles, a distinction
between software, hardware, and product platforms may lead
to communication issues and may impede synergies. Recog-
nizing this issue, recent papers have explored the development
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Fig. 7: Conceptional model of key terms of automotive product-structuring concepts.

of more integrated concepts, such as ‘“electrics/electronics
platforms” or “architecture platforms.” These emphasize an
overarching electrics/electronics vehicle architecture that
efficiently combines hardware and software artifacts across
different vehicle models. However, we found no reports that
such an integrated concept is already applied in practice.

Product Line. Product-line engineering, and especially soft-
ware product-line engineering, are widely recognized within
software engineering. However, the concept seems to have
low traction on mechanical engineering. Comparing the def-
initions of “product line” and “product platform” reveals a
consistent underlying concept, with domain-specific proper-
ties. The common idea is to standardize a set of compo-
nents or artifacts across a product family, aiming to facilitate
reuse and synergies to achieve a systematic management
of complexity. In essence, product-line engineering aims to
establish a systematically managed and configurable platform,
closely connecting both terms. Within the automotive industry,
synergies and reuse potentials have traditionally been achieved
through mechanically oriented platforms and modularization
strategies. However, the increasing digitization and the result-
ing relevance of software highlight the need for an growing
focus on hardware and software components as key artifacts
to reduce the overall complexity. Such considerations have
already been successfully studied in software engineering
through software product-line engineering, but we have not
identified such integrated concepts within vehicle portfolios.
Based on our findings, we argue that integrating software-
complexity management approaches like software product-
line engineering into existing mechanically-oriented platform
engineering poses a practical and conceptual challenge. Partic-
ularly, it seems that there are missing interconnections between
closely related concepts in the literature.

Variability. As we outlined in [Section V| different termi-
nologies are used for variant management across domains.
In software engineering, the discourse revolves around the

term “variability” and, in turn, “variability management.” In
contrast, mechanical engineering uses the term “product vari-
ety,” especially within the context of conventional automotive
development. Fundamentally, both terminologies share the
same core: Both describe the ability of technical products to
be customized and configured to derive variants that fulfill
a customer’s requirements. Nevertheless, both terminologies
are strictly used within their respective domain; we did no
observe any overlaps. Again, this highlights a tendency of
missing cross-domain knowledge, which may partly be caused
by the different terminologies. So, we argue that further cross-
domain research is needed to build on each domains’ expertise,
avoid costly redevelopment of the same concepts, and support
practitioners with a more integrated understanding.

Component. The term “component” appears to be a prime
example of a cross-domain understanding, as we have en-
countered the term in all examined domains with a consistent
definition. Consequently, we perceive that this term is well-
aligned between researchers from different domains. Still, this
does not imply that the term is ideally defined within each
domain. For instance, the boundaries of a software component
are typically more vague and up for debate among engineers
compared to a mechanical component.

Summary. Our findings indicate that there are no consistently
used cross-domain definitions for key terms used for
automotive product-structuring concepts (cf. [Figure 7). For
instance, software-engineering researchers consistently use
the terms hardware or software architecture and hardware
or software platform. In contrast, mechanical-engineering
researchers refer to product architecture and product platform.
Essentially, each domain is adjusting the definitions of
core concepts to their domain specifics. By itself, such
adjustments are not a problem. However, for engineering
modern systems that incorporate layers from various domains,
these adjustments can cause confusions, miscommunication,
and potentially wrong assumptions. By introducing the
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concept of electrics/electronics platforms, some researchers
have attempted to unify the terminological understanding.
Yet, its use in research and practice is lacking to date.

Another issue arises from the use of the term product line:
Despite high similarities within the definitions of platform
and product line, we found no overarching terminology that
clearly distinguishes or standardizes these terms. Instead, we
found no paper from mechanical engineering utilizing the term
product line at all. We consider such terminological vagueness
a challenge for automotive practitioners to integrate software-
engineering methods like software product-line engineering
into existing automotive platform strategies.

We observed a similar situation regarding variant manage-
ment: Distinct terms are employed across domains, but at their
core they describe the same concept. Both, the term variabil-
ity from software engineering and the term product variety
from mechanical engineering characterize product diversity
and customized product variants. Nevertheless, we found no
terminological framework that defines the similarities and
relations between these terms.

RQ3: Challenges and Implications

Software engineering and mechanical engineering lack a
defined and standardized cross-domain terminology. This
can confuse researchers and practitioners, motivating fu-
ture research towards an integrated framework.

Conceptual Framework. Building on our findings, we de-
rived the conceptual framework that we illustrate in
Specifically, we structured and defined the key terms related
to automotive product-structuring concepts we summarize in
This framework aims to support practitioners, partic-
ularly from the automotive industry, in successfully adopting
and integrating engineering methods from different domains
to effectively implement an overarching platform approach.
Please note that we focus on the automotive industry, but

the terms and our framework can be transferred across other
industries and domains, too.

Within our framework, the terms “electrics/electronics plat-
form,” “electrics/electronics platform line,” and “product”
are central, each representing a different level within an
automotive product portfolio. First, the ‘“electrics/electronics
platform” describes the entirety of reusable artifacts that
encompasses all hardware and software components, providing
a cross-vehicle basis within a product portfolio. Second, the
“electrics/electronics platform line” refers only to a subset
of the platform sharing identical components. This level is
optional in different contexts, but from our experiences, it can
be very helpful, for instance, to distinguish between different
models. Lastly, the “product” refers to a single vehicle that
is derived from the “electrics/electronics platform” and cus-
tomized to customer requirements.

At the top level, the “electrics/electronics architecture”
defines all connections between the individual hardware and
software components within the “electrics/electronics plat-
form.” Consequently, this architecture represents the con-
nections between, for example, control units, sensors, and
actuators. Moreover, the “electrics/electronics platform” and
the “mechanical platform” are interdependent. Electrics/elec-
tronics components (a combination of hardware and software
components [43]]) can impact the mechanical platform, and
mechanical components can impact the electrics/electronics
platform—which, in turn, is represented as variability. To
manage this variability, “variant management” controls the
electrics/electronics platform, the number of electrics/electron-
ics platform lines, and the scope within the mechanical plat-
form. We distinguish variant management from configuration
management, since it typically aims to achieve an optimal
number of variants within the product portfolio. In contrast,
the “configuration management” is concerned with configuring
and deriving an individual product from the electrics/elec-
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tronics platform based on the variability and thereby variants
defined in the variant management. Within our framework, we
refer to “mechanical platform” instead of product platform to
emphasize the dependency on mechanical components and to
avoid misunderstandings related to similar terms from the lit-
erature. In our framework, the mechanical platform comprises
only components that are not part of the electrics/electronics
platform, such as brake disks or suspension springs.

VII. THREATS TO VALIDITY

We recognize that the validity of our mapping study may
be threatened. First, the level of detail regarding information
we needed varied among the papers. Some contain relevant
definitions and descriptions in great detail, others comprise
no relevant information or miss important pieces. In this
regard, we implemented quality checks based on our selection
criteria to mitigate such issues and leveraged our practical
experiences to contextualize the results. Inherently, all analyses
and interpretations of the data are subject to our interpretation,
which threatens the construct and internal validity because we
may have misunderstood constructs or details were missing.
To reduce subjectivity, we rigorously followed our methodol-
ogy, particularly the search strategy outlined in
with two independent analysts and cross-validations among
all authors. However, we cannot guarantee that we did not
misinterpret some pieces of information.

Regarding the external validity of our study, we first ac-
knowledge that our search strategy does neither encompass
all papers related to the domains we list in nor to all
product-structuring concepts that exist in these. Our selection
of relevant papers is based on predefined data sources, and
thus limited to the available literature in these. This may
have introduced sampling biases that threatens the external
validity of our mapping study. Moreover, we narrowed down
the number of papers to a final selection of 40 from multiple
databases. This reduction may have increased the likelihood
of incorrect classifications, due to the smaller sample size.
To address these threats, we involved multiple researchers in
the literature analysis, performed a thorough exploration of
various databases (i.e., IEEE, Scopus, ACM), and employed
snowballing. Moreover, we documented each stage of our
process to facilitate transparency and reproducibility.

VIII. CONCLUSION

In this article, we presented a systematic mapping study on
existing terminologies used for automotive product-structuring
concepts. We aimed to provide an overview of established
terms, their definitions, their differences, and their relations
within as well as across domains. For this purpose, we
analyzed 40 highly-cited papers, from which we extracted
relevant terms and definitions. Our results indicate that most
key terms used for describing automotive product-structuring
concepts have distinct domain-specific definitions. Notably,
“platform” and “architecture” are each specified differently in
software engineering and mechanical engineering, despite their
conceptually equivalent meaning across these domains. The
term “product line” exhibits significant overlap with the term

“platform,” but is employed exclusively in software engineer-
ing. Regarding variant management, the terms “variability”
and “product variety” describe parallel concepts, yet are used
exclusively within specific domains. To tackle these conceptual
differences, we proposed a first conceptual model that defines
distinct terms and shows how these relate to each other. We
hope that our mapping study and framework offer assistance
for practitioners implementing product-structuring concepts,
and for researchers to facilitate cross-domain research.

We have placed strong emphasis on mechanical engineering,
electrics/electronics engineering, and software engineering as
key domains in automotive development. Future research could
build on this foundation and expand its scope to include other
industries and domains, such as life-cycle assessment, security
by design, or artificial intelligence. This way, our framework
could be refined and expanded in the future. Moreover, we
see the need to evaluate the individual product-structuring
concepts as well as our framework in practice to understand
their potential pros and limitations.

Disclaimer. The results, opinions, and conclusions of this
paper are not necessarily those of Volkswagen AG.

APPENDIX

In [Table TV] and [Table V] we provide an overview of the

studies we included from our initial mapping study [[118] and
from our new literature search, respectively.
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