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Abstract

In our previous work, we have developed and tested different visualizations that help analyze
fork ecosystems. Our goal is to contribute analyses and tools that support developers as well
as researchers in obtaining a better understanding of what happens within such ecosystems.
In this article, we focus on the tool implementation of our most recent visualizations, which
can help users to better understand the relations between and activities within forks. Since
fork ecosystems are widely used in practice and well established research subjects, we hope
that our tooling constitutes a helpful means for other researchers, too.
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1. Motivation and Significance

Forking allows developers to copy a repository and work on that independent copy
without impacting the original repository [7, 8]. Over time, forking has become widely
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Figure 1: Structural overview of VisFork.

adopted and large fork ecosystems have emerged in industry and open-source develop-
ment [10, 11, 12, 13, 18, 22]. While facilitating collaborative software development, forking
challenges developers as well as researchers in keeping an overview of large fork ecosys-
tems, such as the Linux Kernel (49,400 forks) or the Marlin 3D printer firmware (18,500
forks) [11, 12, 13, 15, 18, 20]. Due to their practical relevance, fork ecosystems have be-
come a primary research subject with researchers working on various topics like identifying
redundant or overlooked contributions [2, 6, 9, 15, 16, 21, 22]. GitHub has also introduced
a Network Graph view that presents commits in the order of submission time. However, a
graph of commits may not be expressive of the changes that occurred within a fork, since
commits can be submitted with unreliable descriptions and can contain tangled or indepen-
dent changes [1].

In our recent work [3, 4, 14], we have analyzed and proposed different visualizations
aiming to support developers and researchers in understanding as well as comparing forks
in ecosystems. Most prominently, we have designed and tested six visualizations in VisFork
that we derived from 237 comments of GitHub developers on how to improve the GitHub
Network Graph [4]. While subject to future improvements, we want to contribute this first
prototype of our toolsuite VisFork to enable other researchers to use and extend it. To the
best of our knowledge, we are the first to contribute such a reusable and extendable toolsuite,
supporting researchers with visualizations to explore phenomena in large real-world systems.
For instance, our user study with ten GitHub developers and seven graduate students [4]
indicated that they already perceived most visualizations as helpful to tackle questions like:
(i) How did this fork evolve and how is it related to other forks? (ii) Which forks are still
actively maintained? (iii) What (types of) work has been done within a fork? Answering
such questions is helpful for researchers to filter interesting forks and tackle novel research
questions, thereby supporting a very active research area.

2. Software description and functionalities

Currently, VisFork works as a static website generator, following the structure we display
in Figure 1. In the following, we provide a brief overview of VisFork before summarizing its
two core functionalities: data retrieval and visualization.

General Overview. We decided to build on web technologies to have a smoother inte-
gration with GitHub, particularly making use of GitHub’s robust Application Programming
Interfaces (APIs)—including Representational State Transfer (REST) and GraphQL. For
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our current prototype, we use the REST API. Additionally, web-based tools are accessible
from any device with a web browser, without the need for specialized software installations.
This ensures that our visualization tool can be accessed by a broad audience, regardless
of their device or operating system. To implement our visualizations, we use D3.js.1 We
selected this library because our comparative analysis [3] of different tools has shown that it
is most helpful when combining different visualizations. For developing the VisFork website,
we chose Next.js2 because this framework is renowned for its optimized performance. Using
its support for Static Site Generation (SSG), we generate the HTML at build time, meaning
the content is ready to be served to users as soon as they request it. This results in faster
page load times, as there is no need to wait for server-side computations at runtime. To
deal with dynamic data when querying GitHub’s API on the user side, we utilize Client-Side
Rendering (CSR) on the user query. So, data retrieving and visualization rendering are done
on the user’s browser, saving the cost of communicating with a backend system. By combin-
ing SSG and CSR, we can ensure that the bulk of the application is pre-rendered and served
quickly, while dynamic data interactions remain fluid and responsive. This hybrid approach
helps us to build fast initial page loads and interactive and real-time data visualization.

Data Retrieval and Processing. To query data, a user has to set up the GitHub autho-
rization using the provided token. Then, VisFork fetches a specified repository’s metadata,
for which the number of forks to fetch and the sort order can be customized. For each fork,
we fetch its branches and the commits of each branch within a specified date range. Please
note that duplicate commits can occur in case the same commit is part of multiple branches.

Data Visualizations. We used D3.js as follows to implement visualizations:

Data Transformation: We mold the data fetched from GitHub’s APIs into a D3-friendly
format.

Crafting SVG Elements: We employ D3.js to generate SVG elements, such as nodes in
a network graph or bars in a histogram.

Data Binding: We associate our refined data with the SVG elements, translating data
points into visual representations.

User Interaction: We define specific responses to user actions, such as mouse clicks or
hovers, enriching the user’s engagement with the data.

Following the same process, other researchers can extend VisFork with visualizations based
on their own requirements. Currently, VisFork supports the visualizations we summarize in
the next section and display in Figure 2.

1https://d3js.org
2https://nextjs.org
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3. Illustrative examples

In Figure 2, we provide an overview of the website generated by VisFork and its individ-
ual visualizations. We have used this small example as sample data for our previous user
study [4]. Overall, we currently support six visualizations:

1○ A date range slider that (1) provides a general overview of development activity in a
fork ecosystem and (2) allows users to select what data to look into in more detail.

2○ A commit timeline as a well-known visualization of commits, forks, and branches in
an ecosystem. We have also developed a merged view, in which not all commits are
displayed, but only those with deviations (i.e., forking, branching, merging). Again,
the user can select those commits which are most relevant to them for the following
visualizations. Note that the basic commit timeline is essentially the same visualization
as GitHub’s Network Graph, while all other visualizations are extensions.

3○ A commit detail list, which is a tabular overview of the selected commits and their
properties.

4○ A word cloud that summarizes the most frequent terms occurring in the selected
commits’ messages.

5○ A commit classification tab that uses keyword matching to assign each commit into
one of the maintenance activities defined by Swanson [19] and visualizes these via a
Sankey diagram.

6○ A collaboration network history tab, which displays an evolving graph that illustrates
which developers contribute to what forks over time through an animation.

For users who are unfamiliar with VisFork, we have designed an introductory tour that pops
out when a user visits the website for the first time.

4. Impact

To the best of our knowledge, VisFork is the first attempt at systematizing the devel-
opment of visualizations for fork ecosystems. We have conducted a user study [4] with
ten GitHub developers and seven graduate students who were positive about our prototype
compared to GitHub Network Graph, and provided critical feedback for improving it as
well as individual visualizations. The participants were invited to conduct certain tasks and
freely explore VisFork on any repositories of their interest. Subsequently, the participants
completed an anonymous survey. The overall feedback from GitHub community members
was positive, with several features appreciated, such as commit history and collaboration
network history. We also received criticisms regarding certain scenarios, such as rule-based
commit classifications [5], which can be improved by more advanced classification algorithms
like natural-language processing with transfer learning [17]. Due to the positive feedback
from the survey, we hope that we can expand on VisFork to also transfer it into a plugin
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Figure 2: Overview screenshot from our previous work [4] of VisFork for a smaller, real-world fork ecosystem
(author names are anonymized): 1○ date range slider; 2○ full commit timeline; 3○ commit detail list; 4○
word cloud; 5○ commit classification tab; and 6○ collaboration network history tab.

for GitHub and other social-coding platforms. At the moment, VisFork’s visualizations are
helpful for researchers to obtain a first understanding of a fork ecosystem to design their
research. In particular, VisFork can facilitate existing research on fork ecosystems, such
as identifying activity, stale forks, redundant work, code transplantation, bug propagation,
or community interactions. These visualizations can also guide the development of new
research directions, for instance, on software visualizations and uncovering reuse potential
within fork ecosystems. So, we hope that sharing this initial and platform-independent
prototype of visualizations can help other researchers working in these directions. We aim
to extend and refine VisFork in the future with new functionalities and visualizations to
develop it into a complete toolsuite.
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5. Conclusions

In this article, we have detailed the implementation of VisFork, a first toolsuite aimed
at providing visualizations for supporting developers and researchers in obtaining a better
overview of fork ecosystems. VisFork has been perceived positively in a user evaluation [4].
However, our participants also noted limitations of the current visualizations and technical
improvements we aim to tackle in the future:

1. It shows only direct forks of the original repository, but not forks of these forks.

2. It needs more elaborate visualizations for the relationships between forks and branches.

3. It does not yet allow to filter or search specific forks, making it somewhat difficult to
navigate through large networks.

4. It does not provide a view to distinguish actively maintained forks from stale or aban-
doned ones, yet.

Besides improving VisFork along these dimensions, refining it with more visualizations and
improving its performance are key. Furthermore, we need more user studies to evaluate the
usefulness of VisFork and its visualizations. To this end we see the integration into social-
coding platforms via plugins as an important engineering challenge to make VisFork more
usable.
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